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# Create the Solution

Create the following solution:

![](data:image/png;base64,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)

In Visual Studio, you must build something similar to:
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# Create the Database

1. Create the entities (in folder Web.Data.Entities):

using System;

using System.ComponentModel.DataAnnotations;

public class Product

{

public int Id { get; set; }

public string Name { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}", ApplyFormatInEditMode = false)]

public decimal Price { get; set; }

[Display(Name = "Image")]

public string ImageUrl { get; set; }

[Display(Name = "Last Purchase")]

public DateTime LastPurchase { get; set; }

[Display(Name = "Last Sale")]

public DateTime LastSale { get; set; }

[Display(Name = "Is Availabe?")]

public bool IsAvailabe { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}", ApplyFormatInEditMode = false)]

public double Stock { get; set; }

}

1. Create the context class (in folder Data):

using Common.Models;

using Microsoft.EntityFrameworkCore;

public class DataContext : DbContext

{

public DbSet<Product> Products { get; set; }

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

}

1. Add the connection string to the configuration json file (see the SQL Server Object Explorer):

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\ProjectsV13;Database=Shop;Trusted\_Connection=True;MultipleActiveResultSets=true"

}

}

1. Add the database injection in startup class (before MVC services lines):

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(this.Configuration.GetConnectionString("DefaultConnection"));

});

1. Run this commands by command line in the same folder that is the web project:

dotnet ef database update

dotnet ef migrations add InitialDb

dotnet ef database update

Or you can run this commands in package manager console:

PM> update-database

PM> add-migration InitialDb

PM> update-database

1. Add the products controller.
2. Add the products menu and test the DB connection.

<ul class="nav navbar-nav">

<li><a asp-area="" asp-controller="Home" asp-action="Index">Home</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="About">About</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="Contact">Contact</a></li>

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

</ul>

# Modify DB

1. Modify the model product by:

using System;

using System.ComponentModel.DataAnnotations;

public class Product

{

public int Id { get; set; }

[MaxLength(50, ErrorMessage = "The field {0} only can contain a maximum {1} characters")]

[Required]

public string Name { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}", ApplyFormatInEditMode = false)]

public decimal Price { get; set; }

[Display(Name = "Image")]

public string ImageUrl { get; set; }

[Display(Name = "Last Purchase")]

public DateTime? LastPurchase { get; set; }

[Display(Name = "Last Sale")]

public DateTime? LastSale { get; set; }

[Display(Name = "Is Availabe?")]

public bool IsAvailabe { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}", ApplyFormatInEditMode = false)]

public double Stock { get; set; }

}

1. Run this commands:

dotnet ef migrations add ModifyProducts

dotnet ef database update

Or you can run this commands in package manager console:

PM> add-migration ModifyProducts

PM> update-database

1. Test it.

# Seed the DB with initial data

1. Create the seed class, with your population data logic:

using System;

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

public class SeedDb

{

private readonly DataContext context;

private Random random;

public SeedDb(DataContext context)

{

this.context = context;

this.random = new Random();

}

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

if (!this.context.Products.Any())

{

this.AddProduct("First Product");

this.AddProduct("Second Product");

this.AddProduct("Third Product");

await this.context.SaveChangesAsync();

}

}

private void AddProduct(string name)

{

this.context.Products.Add(new Product

{

Name = name,

Price = this.random.Next(100),

IsAvailabe = true,

Stock = this.random.Next(100)

});

}

}

1. Modify the Program class by:

using Data;

using Microsoft.AspNetCore;

using Microsoft.AspNetCore.Hosting;

using Microsoft.Extensions.DependencyInjection;

public class Program

{

public static void Main(string[] args)

{

var host = CreateWebHostBuilder(args).Build();

RunSeeding(host);

host.Run();

}

private static void RunSeeding(IWebHost host)

{

var scopeFactory = host.Services.GetService<IServiceScopeFactory>();

using (var scope = scopeFactory.CreateScope())

{

var seeder = scope.ServiceProvider.GetService<SeedDb>();

seeder.SeedAsync().Wait();

}

}

public static IWebHostBuilder CreateWebHostBuilder(string[] args) =>

WebHost.CreateDefaultBuilder(args)

.UseStartup<Startup>();

}

1. Add the injection for the seeder in Startup class (before cookie policy options lines):

services.AddTransient<SeedDb>();

1. Test it.

# Implement the pattern repository

1. Create the repository class:

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

public class Repository

{

private readonly DataContext context;

public Repository(DataContext context)

{

this.context = context;

}

public IEnumerable<Product> GetProducts()

{

return this.context.Products.OrderBy(p => p.Name);

}

public Product GetProduct(int id)

{

return this.context.Products.Find(id);

}

public void AddProduct(Product product)

{

this.context.Products.Add(product);

}

public void UpdateProduct(Product product)

{

this.context.Update(product);

}

public void RemoveProduct(Product product)

{

this.context.Products.Remove(product);

}

public async Task<bool> SaveAllAsync()

{

return await this.context.SaveChangesAsync() > 0;

}

public bool ProductExists(int id)

{

return this.context.Products.Any(p => p.Id == id);

}

}

1. Extract the interface for the repository class:

using System.Collections.Generic;

using System.Threading.Tasks;

using Common.Models;

public interface IRepository

{

void AddProduct(Product product);

Product GetProduct(int id);

IEnumerable<Product> GetProducts();

bool ProductExists(int id);

void RemoveProduct(Product product);

Task<bool> SaveAllAsync();

void UpdateProduct(Product product);

}

1. Replace the controller to uses the repository and not uses the database context:

using Data;

using Data.Entities;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using System.Threading.Tasks;

public class ProductsController : Controller

{

private readonly IRepository repository;

public ProductsController(IRepository repository)

{

this.repository = repository;

}

public IActionResult Index()

{

return View(this.repository.GetProducts());

}

public IActionResult Details(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(Product product)

{

if (ModelState.IsValid)

{

this.repository.AddProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

return View(product);

}

public IActionResult Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(Product product)

{

if (ModelState.IsValid)

{

try

{

this.repository.UpdateProduct(product);

await this.repository.SaveAllAsync();

}

catch (DbUpdateConcurrencyException)

{

if (!this.repository.ProductExists(product.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(product);

}

public IActionResult Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public async Task<IActionResult> DeleteConfirmed(int id)

{

var product = this.repository.GetProduct(id);

this.repository.RemoveProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

}

1. Add the injection for the repository in Startup class (before cookie policy options lines):

services.AddScoped<IRepository, Repository>();

1. Test it.

# Add User Identities

1. Create your own users class inherit from IdentityUser class (in Common.Models):

using Microsoft.AspNetCore.Identity;

public class User : IdentityUser

{

public string FirstName { get; set; }

public string LastName { get; set; }

}

1. Modify the data context class:

using Entities;

using Microsoft.AspNetCore.Identity.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore;

public class DataContext : IdentityDbContext<User>

{

public DbSet<Product> Products { get; set; }

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

}

1. Make the relations with other models:

public User User { get; set; }

1. Drop the database and add the new migrations with those commands:

dotnet ef database drop

dotnet ef migrations add Users

dotnet ef database update

Or you can run this commands in package manager console:

PM> drop-database

PM> add-migration Users

PM> update-database

1. Modify the seeder to add some user:

using System;

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

using Microsoft.AspNetCore.Identity;

public class SeedDb

{

private readonly DataContext context;

private readonly UserManager<User> userManager;

private Random random;

public SeedDb(DataContext context, UserManager<User> userManager)

{

this.context = context;

this.userManager = userManager;

this.random = new Random();

}

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

var user = await this.userManager.FindByEmailAsync("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com"

};

var result = await this.userManager.CreateAsync(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

}

if (!this.context.Products.Any())

{

this.AddProduct("First Product", user);

this.AddProduct("Second Product", user);

this.AddProduct("Third Product", user);

await this.context.SaveChangesAsync();

}

}

private void AddProduct(string name, User user)

{

this.context.Products.Add(new Product

{

Name = name,

Price = this.random.Next(100),

IsAvailabe = true,

Stock = this.random.Next(100),

User = user

});

}

}

1. Modify the configuration to setup the new functionality:

public void ConfigureServices(IServiceCollection services)

{

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

})

.AddEntityFrameworkStores<DataContext>();

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(this.Configuration.GetConnectionString("DefaultConnection"));

});

services.AddTransient<SeedDb>();

services.AddScoped<IRepository, Repository>();

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

}

public void Configure(IApplicationBuilder app, IHostingEnvironment env)

{

if (env.IsDevelopment())

{

app.UseDeveloperExceptionPage();

}

else

{

app.UseExceptionHandler("/Home/Error");

app.UseHsts();

}

app.UseHttpsRedirection();

app.UseStaticFiles();

app.UseAuthentication();

app.UseCookiePolicy();

app.UseMvc(routes =>

{

routes.MapRoute(

name: "default",

template: "{controller=Home}/{action=Index}/{id?}");

});

}

1. Test it.

# Add API

1. Create the API controller, this is an example (in Web.Controllers.API):

using Data;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Logging;

using System;

[Route("api/[Controller]")]

public class ProductsController : Controller

{

private readonly IRepository repository;

private readonly ILogger<ProductsController> logger;

public ProductsController(IRepository repository, ILogger<ProductsController> logger)

{

this.repository = repository;

this.logger = logger;

}

[HttpGet]

public IActionResult GetProducts()

{

try

{

return this.Ok(this.repository.GetProducts());

}

catch (Exception ex)

{

var message = $"Error: {ex}";

this.logger.LogError(message);

return this.BadRequest(message);

}

}

}

1. Test it.
2. Publish the App in Azure.
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# Starting with Xamarin Forms

1. Create the folder **ViewModels** and inside it add the class **MainViewModel**.

public class MainViewModel

{

}

1. Create the folder **Infrastructure** and inside it add the class **InstanceLocator**.

public class InstanceLocator

{

public MainViewModel Main { get; set; }

public InstanceLocator()

{

this.Main = new MainViewModel();

}

}

1. Modify the **App.xaml** to add an application dictionary:

<?xml version="1.0" encoding="utf-8" ?>

<Application xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:infra="clr-namespace:ShopPrep.UIForms.Infrastructure"

x:Class="ShopPrep.UIForms.App">

<Application.Resources>

<ResourceDictionary>

<!-- Locator -->

<infra:InstanceLocator x:Key="Locator"/>

</ResourceDictionary>

</Application.Resources>

</Application>

1. Add the folder **Views** and inside it, create the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Login">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="5">

<Label

Text="Email">

</Label>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}">

</Entry>

<Label

Text="Password">

</Label>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<Button

Command="{Binding LoginCommand}"

Text="Login">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Add the NuGet **MvvmLigthLibsStd10**.
2. In ViewModels add the class **LoginViewModel**:

using System.Windows.Input;

using GalaSoft.MvvmLight.Command;

using Xamarin.Forms;

public class LoginViewModel

{

public string Email { get; set; }

public string Password { get; set; }

public ICommand LoginCommand => new RelayCommand(this.Login);

private async void Login()

{

if (string.IsNullOrEmpty(this.Email))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter an email", "Accept");

return;

}

if (string.IsNullOrEmpty(this.Password))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a password", "Accept");

return;

}

if (!this.Email.Equals("jzuluaga55@gmail.com") || !this.Password.Equals("123456"))

{

await Application.Current.MainPage.DisplayAlert("Error", "Incorrect user or password", "Accept");

return;

}

await Application.Current.MainPage.DisplayAlert("Ok", "Fuck yeah!!!", "Accept");

}

}

1. Modify the **MainViewModel**:

public class MainViewModel

{

public LoginViewModel Login { get; set; }

public MainViewModel()

{

this.Login = new LoginViewModel();

}

}

1. Modify the **App.xaml.cs**:

using Views;

using Xamarin.Forms;

public partial class App : Application

{

public App()

{

InitializeComponent();

this.MainPage = new NavigationPage(new LoginPage());

}

protected override void OnStart()

{

// Handle when your app starts

}

protected override void OnSleep()

{

// Handle when your app sleeps

}

protected override void OnResume()

{

// Handle when your app resumes

}

}

1. Test it.

# Consuming RestFull

1. Add this property to **Product** model.

public string ImageFullPath

{

get

{

if (string.IsNullOrEmpty(this.ImageUrl))

{

return null;

}

return $"https://shopprep.azurewebsites.net{this.ImageUrl.Substring(1)}";

}

}

1. Add the **Response** model.

public class Response

{

public bool IsSuccess { get; set; }

public string Message { get; set; }

public object Result { get; set; }

}

1. Add the NuGet **Newtonsoft.Json** in common project.
2. In Common project add the folder **Services** and inside it add the class **ApiService**.

using System;

using System.Collections.Generic;

using System.Net.Http;

using Models;

using Newtonsoft.Json;

using System.Threading.Tasks;

public class ApiService

{

public async Task<Response> GetListAsync<T>(string urlBase, string servicePrefix, string controller)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.GetAsync(url);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var list = JsonConvert.DeserializeObject<List<T>>(result);

return new Response

{

IsSuccess = true,

Result = list

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

}

1. Add the **ProductsPage**.

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.ProductsPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Products">

<ContentPage.Content>

<StackLayout

BindingContext="{Binding Products}"

Padding="5">

<ListView

HasUnevenRows="True"

ItemsSource="{Binding Products}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

Source="{Binding ImageFullPath}"

WidthRequest="100">

</Image>

<StackLayout

Grid.Column="1"

VerticalOptions="Center">

<Label

FontAttributes="Bold"

FontSize="Medium"

Text="{Binding Name}"

TextColor="Black">

</Label>

<Label

Text="{Binding Price, StringFormat='{0:C2}'}"

TextColor="Black">

</Label>

</StackLayout>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Add the **BaseViewModel**:

using System.Collections.Generic;

using System.ComponentModel;

using System.Runtime.CompilerServices;

public class BaseViewModel : INotifyPropertyChanged

{

public event PropertyChangedEventHandler PropertyChanged;

protected void OnPropertyChanged([CallerMemberName] string propertyName = null)

{

PropertyChanged?.Invoke(this, new PropertyChangedEventArgs(propertyName));

}

protected void SetValue<T>(ref T backingField, T value, [CallerMemberName] string propertyName = null)

{

if (EqualityComparer<T>.Default.Equals(backingField, value))

{

return;

}

backingField = value;

OnPropertyChanged(propertyName);

}

}

1. Add the **ProductsViewModel**:

using System.Collections.Generic;

using System.Collections.ObjectModel;

using Common.Models;

using Common.Services;

using Xamarin.Forms;

public class ProductsViewModel : BaseViewModel

{

private ApiService apiService;

private ObservableCollection<Product> products;

public ObservableCollection<Product> Products

{

get { return this.products; }

set { this.SetValue(ref this.products, value); }

}

public ProductsViewModel()

{

this.apiService = new ApiService();

this.LoadProducts();

}

private async void LoadProducts()

{

var response = await this.apiService.GetListAsync<Product>(

"https://shopprep.azurewebsites.net",

"/api",

"/Products");

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

return;

}

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<Product>(products);

}

}

1. Modify the **MainViewModel**.

public class MainViewModel

{

private static MainViewModel instance;

public LoginViewModel Login { get; set; }

public ProductsViewModel Products { get; set; }

public MainViewModel()

{

instance = this;

this.Login = new LoginViewModel();

}

public static MainViewModel GetInstance()

{

if (instance == null)

{

return new MainViewModel();

}

return instance;

}

}

1. Modify the **LoginViewModel**.

if (!this.Email.Equals("jzuluaga55@gmail.com") || !this.Password.Equals("123456"))

{

await Application.Current.MainPage.DisplayAlert("Error", "Incorrect user or password", "Accept");

return;

}

MainViewModel.GetInstance().Products = new ProductsViewModel();

await Application.Current.MainPage.Navigation.PushAsync(new ProductsPage());

1. Now add an activity indicator and refresh to the list view. Modify the **ProductsPage**:

<ListView

IsPullToRefreshEnabled="True"

IsRefreshing="{Binding IsRefreshing}"

HasUnevenRows="True"

ItemsSource="{Binding Products}"

RefreshCommand="{Binding RefreshCommand}">

1. Modify the **ProductViewModel**:

using System.Collections.Generic;

using System.Collections.ObjectModel;

using System.Windows.Input;

using Common.Models;

using Common.Services;

using GalaSoft.MvvmLight.Command;

using Xamarin.Forms;

public class ProductsViewModel : BaseViewModel

{

private readonly ApiService apiService;

private ObservableCollection<Product> products;

private bool isRefreshing;

public ObservableCollection<Product> Products

{

get => this.products;

set => this.SetValue(ref this.products, value);

}

public bool IsRefreshing

{

get => this.isRefreshing;

set => this.SetValue(ref this.isRefreshing, value);

}

public ICommand RefreshCommand => new RelayCommand(this.LoadProducts);

public ProductsViewModel()

{

this.apiService = new ApiService();

this.LoadProducts();

}

private async void LoadProducts()

{

this.IsRefreshing = true;

var response = await this.apiService.GetListAsync<Product>(

"https://shopprep.azurewebsites.net",

"/api",

"/Products");

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

this.IsRefreshing = false;

return;

}

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<Product>(products);

this.IsRefreshing = false;

}

}

1. Test it.

# Implementing login and logout in Web

1. Create the model for login (in Web.Models):

using System.ComponentModel.DataAnnotations;

public class LoginViewModel

{

[Required]

[EmailAddress]

public string Username { get; set; }

[Required]

public string Password { get; set; }

public bool RememberMe { get; set; }

}

1. Create the controller for login:

using System.Linq;

using System.Threading.Tasks;

using Common.Models;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using Models;

public class AccountController : Controller

{

private readonly SignInManager<User> signInManager;

public AccountController(SignInManager<User> signInManager)

{

this.signInManager = signInManager;

}

public IActionResult Login()

{

if (this.User.Identity.IsAuthenticated)

{

return this.RedirectToAction("Index", "Home");

}

return this.View();

}

[HttpPost]

public async Task<IActionResult> Login(LoginViewModel model)

{

if (this.ModelState.IsValid)

{

var result = await this.signInManager.PasswordSignInAsync(

model.Username,

model.Password,

model.RememberMe,

false);

if (result.Succeeded)

{

if (this.Request.Query.Keys.Contains("ReturnUrl"))

{

return this.Redirect(this.Request.Query["ReturnUrl"].First());

}

return this.RedirectToAction("Index", "Home");

}

}

this.ModelState.AddModelError(string.Empty, "Failed to login.");

return this.View(model);

}

public async Task<IActionResult> Logout()

{

await this.signInManager.SignOutAsync();

return this.RedirectToAction("Index", "Home");

}

}

1. Create the view for login:

@model ShopPrep.Web.Models.LoginViewModel

@{

ViewData["Title"] = "Login";

}

<h2>Login</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<script src="~/lib/jquery-validation/dist/jquery.validate.js"></script>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<div class="form-check">

<input asp-for="RememberMe" type="checkbox" class="form-check-input" />

<label asp-for="RememberMe" class="form-check-label">Remember Me?</label>

</div>

<span asp-validation-for="RememberMe" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a asp-action="Register" class="btn btn-primary">Register New User</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add the annotation authorize to the other controllers:

[Authorize]

1. Add the options login and logout in the menu:

<ul class="nav navbar-nav navbar-right">

@if (this.User.Identity.IsAuthenticated)

{

<li><a asp-area="" asp-controller="Account" asp-action="ChangeUser">@this.User.Identity.Name</a></li>

<li><a asp-area="" asp-controller="Account" asp-action="Logout">Logout</a></li>

}

else

{

<li><a asp-area="" asp-controller="Account" asp-action="Login">Login</a></li>

}

</ul>

1. If the any user is logged in, don’t show the products option in menu:

@if (this.User.Identity.IsAuthenticated)

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

}

1. Test it.

# Registering new users

1. Create the model for register new users (in Web.Models):

using System.ComponentModel.DataAnnotations;

public class RegisterNewUserViewModel

{

[Required]

[Display(Name = "First Name")]

public string FirstName { get; set; }

[Required]

[Display(Name = "Last Name")]

public string LastName { get; set; }

[Required]

[DataType(DataType.EmailAddress)]

public string Username { get; set; }

[Required]

public string Password { get; set; }

[Required]

[Compare("Password")]

public string Confirm { get; set; }

}

1. Create the actions in the controller:

public IActionResult Register()

{

return this.View();

}

[HttpPost]

public async Task<IActionResult> Register(RegisterNewUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Username);

if (user == null)

{

user = new User

{

FirstName = model.FirstName,

LastName = model.LastName,

Email = model.Username,

UserName = model.Username

};

var result = await this.userManager.CreateAsync(user, model.Password);

if (result != IdentityResult.Success)

{

this.ModelState.AddModelError(string.Empty, "The user couldn't be created.");

return this.View(model);

}

var result2 = await this.signInManager.PasswordSignInAsync(

model.Username,

model.Password,

true,

false);

if (result2.Succeeded)

{

return this.RedirectToAction("Index", "Home");

}

this.ModelState.AddModelError(string.Empty, "The user couldn't be login.");

return this.View(model);

}

this.ModelState.AddModelError(string.Empty, "The username is already registered.");

}

return this.View(model);

}

1. Create the register view:

@model ShopPrep.Web.Models.RegisterNewUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Register New User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Register New User" class="btn btn-primary" />

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

# Modifying users

1. Create this new models (in Web.Models):

using System.ComponentModel.DataAnnotations;

public class ChangeUserViewModel

{

[Required]

[Display(Name = "First Name")]

public string FirstName { get; set; }

[Required]

[Display(Name = "Last Name")]

public string LastName { get; set; }

}

And:

using System.ComponentModel.DataAnnotations;

public class ChangePasswordViewModel

{

[Required]

[Display(Name = "Current password")]

public string OldPassword { get; set; }

[Required]

[Display(Name = "New password")]

public string NewPassword { get; set; }

[Required]

[Compare("NewPassword")]

public string Confirm { get; set; }

}

1. Create this actions in the account controller:

public async Task<IActionResult> ChangeUser()

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

var model = new ChangeUserViewModel();

if (user != null)

{

model.FirstName = user.FirstName;

model.LastName = user.LastName;

}

return this.View(model);

}

[HttpPost]

public async Task<IActionResult> ChangeUser(ChangeUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

if (user != null)

{

user.FirstName = model.FirstName;

user.LastName = model.LastName;

var respose = await this.userManager.UpdateAsync(user);

if (respose.Succeeded)

{

this.ViewBag.UserMessage = "User updated!";

}

else

{

this.ModelState.AddModelError(string.Empty, respose.Errors.FirstOrDefault().Description);

}

}

else

{

this.ModelState.AddModelError(string.Empty, "User no found.");

}

}

return this.View(model);

}

1. Create this view:

@model ShopPrep.Web.Models.ChangeUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Update User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Update" class="btn btn-primary" />

<a asp-action="ChangePassword" class="btn btn-success">Change Password</a>

</div>

<div class="text-success">@ViewBag.UserMessage</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. And now this actions in the controller to password modification:

public IActionResult ChangePassword()

{

return this.View();

}

[HttpPost]

public async Task<IActionResult> ChangePassword(ChangePasswordViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByNameAsync(this.User.Identity.Name);

if (user != null)

{

var result = await this.userManager.ChangePasswordAsync(user, model.OldPassword, model.NewPassword);

if (result.Succeeded)

{

return this.RedirectToAction("ChangeUser");

}

else

{

this.ModelState.AddModelError(string.Empty, result.Errors.FirstOrDefault().Description);

}

}

else

{

this.ModelState.AddModelError(string.Empty, "User no found.");

}

}

return this.View(model);

}

1. Finally add this view:

@model ShopPrep.Web.Models.ChangePasswordViewModel

@{

ViewData["Title"] = "Register";

}

@section Scripts {

<script src="~/lib/jquery-validation/dist/jquery.validate.min.js"></script>

<script src="~/lib/jquery-validation-unobtrusive/jquery.validate.unobtrusive.min.js"></script>

}

<h2>Change Password</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="OldPassword">Current password</label>

<input asp-for="OldPassword" type="password" class="form-control" />

<span asp-validation-for="OldPassword" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="NewPassword">New password</label>

<input asp-for="NewPassword" type="password" class="form-control" />

<span asp-validation-for="NewPassword" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Change password" class="btn btn-primary" />

<a asp-action="ChangeUser" class="btn btn-success">Back to user</a>

</div>

</form>

</div>

</div>

1. Test it.

# Add Tokens Generation

1. Add this values in json configuration file:

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\ProjectsV13;Database=Core3;Trusted\_Connection=True;MultipleActiveResultSets=true"

},

"Tokens": {

"Key": "asdfghjikbnvcgfdsrtfyhgcvgfxdgc",

"Issuer": "localhost",

"Audience": "users"

}

}

1. Modify the accounts controller constructor:

public AccountController(

SignInManager<User> signInManager,

UserManager<User> userManager,

IConfiguration configuration)

{

this.signInManager = signInManager;

this.userManager = userManager;

this.configuration = configuration;

}

1. Add the method to generate the token in the account controller:

[HttpPost]

public async Task<IActionResult> CreateToken([FromBody] LoginViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByNameAsync(model.Username);

if (user != null)

{

var result = await this.signInManager.CheckPasswordSignInAsync(

user,

model.Password,

false);

if (result.Succeeded)

{

var claims = new[]

{

new Claim(JwtRegisteredClaimNames.Sub, user.Email),

new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())

};

var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(this.configuration["Tokens:Key"]));

var credentials = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);

var token = new JwtSecurityToken(

this.configuration["Tokens:Issuer"],

this.configuration["Tokens:Audience"],

claims,

expires: DateTime.UtcNow.AddDays(15),

signingCredentials: credentials);

var results = new

{

token = new JwtSecurityTokenHandler().WriteToken(token),

expiration = token.ValidTo

};

return this.Created(string.Empty, results);

}

}

}

return this.BadRequest();

}

1. Add the authorization annotation to API controllers:

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

1. Add the new configuration for validate the tokens (before data context lines):

services.AddAuthentication()

.AddCookie()

.AddJwtBearer(cfg =>

{

cfg.TokenValidationParameters = new TokenValidationParameters

{

ValidIssuer = this.Configuration["Tokens:Issuer"],

ValidAudience = this.Configuration["Tokens:Audience"],

IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(this.Configuration["Tokens:Key"]))

};

});

1. Test it.

# Add Font Awesome For Icons

1. Add a NPM configuration file and add the line that references Font Awesome library:

{

"version": "1.0.0",

"name": "asp.net",

"private": true,

"devDependencies": {

"font-awesome": "^4.7.0"

}

}

1. Copy the hidden folder “node\_modules” into “wwwroot”.
2. Reference the font awesome css in “\_Layout”:

<environment include="Development">

<link rel="stylesheet" href="~/lib/bootstrap/dist/css/bootstrap.css" />

<link href="~/node\_modules/font-awesome/css/font-awesome.min.css" rel="stylesheet" />

<link rel="stylesheet" href="~/css/site.css" />

</environment>

1. Add some funny icons, for example in create a product view:

<div class="form-group">

<button type="submit" class="btn btn-primary"><i class="fa fa-save"></i> Create</button>

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

# Add Roles

1. Modify the constructor for the seed class to add a role manager:

public SeedDb(

DataContext context,

UserManager<User> userManager,

RoleManager<IdentityRole> roleManager)

{

this.context = context;

this.userManager = userManager;

this.roleManager = roleManager;

}

1. Modify the seed method to add some roles, for example:

public async Task SeedAsync()

{

await this.context.Database.EnsureCreatedAsync();

await this.CheckRole("Admin");

await this.CheckRole("Customer");

var user = await this.userManager.FindByEmailAsync("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com"

};

var result = await this.userManager.CreateAsync(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

await this.userManager.AddToRoleAsync(user, "Admin");

}

var isInRole = await this.userManager.IsInRoleAsync(user, "Admin");

if (!isInRole)

{

await this.userManager.AddToRoleAsync(user, "Admin");

}

if (!this.context.Products.Any())

{

this.AddProduct("First Product", user);

this.AddProduct("Second Product", user);

this.AddProduct("Third Product", user);

await this.context.SaveChangesAsync();

}

}

private async Task CheckRole(string roleName)

{

var roleExists = await this.roleManager.RoleExistsAsync(roleName);

if (!roleExists)

{

await this.roleManager.CreateAsync(new IdentityRole

{

Name = roleName

});

}

}

1. Now you can include the role in authorization annotation:

[Authorize(Roles = "Admin")]

1. And check roles in the views:

@if (this.User.Identity.IsAuthenticated && this.User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

}

1. And add some role when the user is created:

if (result2.Succeeded)

{

await this.userManager.AddToRoleAsync(user, "Customer");

return this.RedirectToAction("Index", "Home");

}

1. Test it.

# Products improvements

1. Create the folder **Helpers** and inside it, add the interface **IUserHelper**:

using System.Threading.Tasks;

using Common.Models;

public interface IUserHelper

{

Task<User> GetUserByEmail(string email);

}

1. In the same folder add the class **UserHelper**:

using System.Threading.Tasks;

using Common.Models;

using Microsoft.AspNetCore.Identity;

public class UserHelper : IUserHelper

{

private readonly UserManager<User> userManager;

public UserHelper(UserManager<User> userManager)

{

this.userManager = userManager;

}

public async Task<User> GetUserByEmail(string email)

{

var user = await this.userManager.FindByEmailAsync(email);

return user;

}

}

1. Configure the injection:

services.AddTransient<SeedDb>();

services.AddScoped<IRepository, Repository>();

services.AddScoped<IUserHelper, UserHelper>();

1. Modify the method **GetProducts** in **Respository** class:

public Product GetProduct(int id)

{

return this.context.Products.Include(p => p.User).Where(p => p.Id == id).FirstOrDefault();

}

1. Inside **wwwroot** folder, add the folders **images/Products**.
2. Modify the **ProductsController**:

using System.IO;

using System.Threading.Tasks;

using Common.Models;

using Data;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using Web.Helpers;

using Web.Models;

[Authorize(Roles = "Admin")]

public class ProductsController : Controller

{

private readonly IRepository repository;

private readonly IUserHelper userHelper;

public ProductsController(IRepository repository, IUserHelper userHelper)

{

this.repository = repository;

this.userHelper = userHelper;

}

public IActionResult Index()

{

return View(this.repository.GetProducts());

}

public IActionResult Details(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(ProductViewModel view)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

path = Path.Combine(Directory.GetCurrentDirectory(), "wwwroot\\images\\Products", view.ImageFile.FileName);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Products/{view.ImageFile.FileName}";

}

var product = await this.ToProduct(view, path);

this.repository.AddProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

return View(view);

}

private async Task<Product> ToProduct(ProductViewModel view, string path)

{

return new Product

{

Id = view.Id,

ImageUrl = path,

IsAvailabe = view.IsAvailabe,

LastPurchase = view.LastPurchase,

LastSale = view.LastSale,

Name = view.Name,

Price = view.Price,

Stock = view.Stock,

User = await this.userHelper.GetUserByEmail(this.User.Identity.Name)

};

}

public IActionResult Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

var view = this.ToProducViewModel(product);

return View(view);

}

private ProductViewModel ToProducViewModel(Product product)

{

return new ProductViewModel

{

Id = product.Id,

ImageUrl = product.ImageUrl,

IsAvailabe = product.IsAvailabe,

LastPurchase = product.LastPurchase,

LastSale = product.LastSale,

Name = product.Name,

Price = product.Price,

Stock = product.Stock,

User = product.User

};

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(ProductViewModel view)

{

if (ModelState.IsValid)

{

try

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

path = Path.Combine(Directory.GetCurrentDirectory(), "wwwroot\\images\\Products", view.ImageFile.FileName);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Products/{view.ImageFile.FileName}";

}

var product = await this.ToProduct(view, path);

this.repository.UpdateProduct(product);

await this.repository.SaveAllAsync();

}

catch (DbUpdateConcurrencyException)

{

if (!this.repository.ProductExists(view.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(view);

}

public IActionResult Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var product = this.repository.GetProduct(id.Value);

if (product == null)

{

return NotFound();

}

return View(product);

}

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public async Task<IActionResult> DeleteConfirmed(int id)

{

var product = this.repository.GetProduct(id);

this.repository.RemoveProduct(product);

await this.repository.SaveAllAsync();

return RedirectToAction(nameof(Index));

}

}

1. Modify the products Views:

**Create:**

@model ShopPrep.Web.Models.ProductViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Product</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Price" class="control-label"></label>

<input asp-for="Price" class="form-control" />

<span asp-validation-for="Price" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file"/>

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<input asp-for="LastPurchase" class="form-control" />

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<input asp-for="LastSale" class="form-control" />

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

<div class="form-group">

<div class="checkbox">

<label>

<input asp-for="IsAvailabe" /> @Html.DisplayNameFor(model => model.IsAvailabe)

</label>

</div>

</div>

<div class="form-group">

<label asp-for="Stock" class="control-label"></label>

<input asp-for="Stock" class="form-control" />

<span asp-validation-for="Stock" class="text-danger"></span>

</div>

<div class="form-group">

<button type="submit" class="btn btn-primary"><i class="fa fa-save"></i> Create</button>

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Delete:**

@model ShopPrep.Common.Models.Product

@{

ViewData["Title"] = "Delete";

}

<h2>Delete</h2>

<h3>Are you sure you want to delete this?</h3>

<div>

<h4>Product</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Price)

</dt>

<dd>

@Html.DisplayFor(model => model.Price)

</dd>

<dt>

@Html.DisplayNameFor(model => model.ImageUrl)

</dt>

<dd>

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastPurchase)

</dt>

<dd>

@Html.DisplayFor(model => model.LastPurchase)

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastSale)

</dt>

<dd>

@Html.DisplayFor(model => model.LastSale)

</dd>

<dt>

@Html.DisplayNameFor(model => model.IsAvailabe)

</dt>

<dd>

@Html.DisplayFor(model => model.IsAvailabe)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Stock)

</dt>

<dd>

@Html.DisplayFor(model => model.Stock)

</dd>

</dl>

<form asp-action="Delete">

<input type="hidden" asp-for="Id" />

<input type="submit" value="Delete" class="btn btn-danger" />

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</form>

</div>

**Details**:

@model ShopPrep.Common.Models.Product

@{

ViewData["Title"] = "Details";

}

<h2>Details</h2>

<div>

<h4>Product</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Price)

</dt>

<dd>

@Html.DisplayFor(model => model.Price)

</dd>

<dt>

@Html.DisplayNameFor(model => model.ImageUrl)

</dt>

<dd>

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastPurchase)

</dt>

<dd>

@Html.DisplayFor(model => model.LastPurchase)

</dd>

<dt>

@Html.DisplayNameFor(model => model.LastSale)

</dt>

<dd>

@Html.DisplayFor(model => model.LastSale)

</dd>

<dt>

@Html.DisplayNameFor(model => model.IsAvailabe)

</dt>

<dd>

@Html.DisplayFor(model => model.IsAvailabe)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Stock)

</dt>

<dd>

@Html.DisplayFor(model => model.Stock)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

**Edit**:

@model ShopPrep.Web.Models.ProductViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Product</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="ImageUrl" />

<input type="hidden" asp-for="User" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Price" class="control-label"></label>

<input asp-for="Price" class="form-control" />

<span asp-validation-for="Price" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<input asp-for="LastPurchase" class="form-control" />

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<input asp-for="LastSale" class="form-control" />

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

<div class="form-group">

<div class="checkbox">

<label>

<input asp-for="IsAvailabe" /> @Html.DisplayNameFor(model => model.IsAvailabe)

</label>

</div>

</div>

<div class="form-group">

<label asp-for="Stock" class="control-label"></label>

<input asp-for="Stock" class="form-control" />

<span asp-validation-for="Stock" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-warning" />

<a asp-action="Index" class="btn btn-success"><i class="fa fa-chevron-left"></i> Back to List</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:200px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Index**:

@model IEnumerable<ShopPrep.Common.Models.Product>

@{

ViewData["Title"] = "Index";

}

<h2>Index</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th>

@Html.DisplayNameFor(model => model.ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.LastPurchase)

</th>

<th>

@Html.DisplayNameFor(model => model.LastSale)

</th>

<th>

@Html.DisplayNameFor(model => model.IsAvailabe)

</th>

<th>

@Html.DisplayNameFor(model => model.Stock)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model) {

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:100px;height:150px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.LastPurchase)

</td>

<td>

@Html.DisplayFor(modelItem => item.LastSale)

</td>

<td>

@Html.DisplayFor(modelItem => item.IsAvailabe)

</td>

<td>

@Html.DisplayFor(modelItem => item.Stock)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Test it.

# Orders functionality

1. Add order detail temporarily model (in Common.Models):

using System.ComponentModel.DataAnnotations;

public class OrderDetailTemp

{

public int Id { get; set; }

public User User { get; set; }

public Product Product { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Value { get { return this.Price \* (decimal)this.Quantity; } }

}

1. Add order detail model:

using System.ComponentModel.DataAnnotations;

public class OrderDetail

{

public int Id { get; set; }

public Product Product { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Price { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get; set; }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Value { get { return this.Price \* (decimal)this.Quantity; } }

}

1. Add order model:

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using System.Linq;

public class Order

{

public int Id { get; set; }

[Display(Name = "Order date")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd hh:mm tt}", ApplyFormatInEditMode = false)]

public DateTime OrderDate { get; set; }

[Display(Name = "Delivery date")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd hh:mm tt}", ApplyFormatInEditMode = false)]

public DateTime DeliveryDate { get; set; }

public User User { get; set; }

public IEnumerable<OrderDetail> Items { get; set; }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get { return this.Items == null ? 0 : this.Items.Sum(i => i.Quantity); } }

[DisplayFormat(DataFormatString = "{0:C2}")]

public decimal Value { get { return this.Items == null ? 0 : this.Items.Sum(i => i.Value); } }

}

1. Add the order and order detail temporarily to data context, it’s not necessary to add order detail, but I recommend to include it.

public DbSet<Product> Products { get; set; }

public DbSet<Order> Orders { get; set; }

public DbSet<OrderDetail> OrderDetails { get; set; }

public DbSet<OrderDetailTemp> OrderDetailTemps { get; set; }

1. Save all and run this commands to update the database:

dotnet ef migrations add OrderModels

dotnet ef database update

Or you can run this commands in package manager console:

PM> add-migration OrderModels

PM> update-database

1. Add the method to interface and implementation:

Task<IEnumerable<Order>> GetOrdersAsync(string userName);

And the implementation:

public async Task<IEnumerable<Order>> GetOrdersAsync(string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return null;

}

var orders = this.context.Orders

.Include(o => o.Items)

.ThenInclude(i => i.Product)

.Where(o => o.User == user)

.OrderBy(o => o.OrderDate);

return orders;

}

1. Add an empty controller **OrdersController**:
2. Add the method to the orders controller:

using System.Threading.Tasks;

using Data;

using Microsoft.AspNetCore.Mvc;

public class OrdersController : Controller

{

private readonly IRepository repository;

public OrdersController(IRepository repository)

{

this.repository = repository;

}

public async Task<IActionResult> Index()

{

var model = await this.repository.GetOrdersAsync(this.User.Identity.Name);

return View(model);

}

}

1. Add the corresponding view:

@model IEnumerable<ShopPrep.Common.Models.Order>

@{

ViewData["Title"] = "Index";

}

<h2>Orders</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.OrderDate)

</th>

<th>

@Html.DisplayNameFor(model => model.DeliveryDate)

</th>

<th>

# Lines

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.OrderDate)

</td>

<td>

@Html.DisplayFor(modelItem => item.DeliveryDate)

</td>

<td>

@Html.DisplayFor(modelItem => item.Items.Count())

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Add the new menu:

@if (this.User.Identity.IsAuthenticated)

{

@if (this.User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

}

<li><a asp-area="" asp-controller="Orders" asp-action="Index">Orders</a></li>

}

1. Add the method to get temporary orders for a user:

Task<IEnumerable<OrderDetailTemp>> GetDetailTempsAsync(string userName);

And the implementation:

public async Task<IEnumerable<OrderDetailTemp>> GetDetailTempsAsync(string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return null;

}

var orderDetailTemps = this.context.OrderDetailTemps

.Include(o => o.Product)

.Where(o => o.User == user)

.OrderBy(o => o.Product.Name);

return orderDetailTemps;

}

1. Add the method create to the orders controller:

public async Task<IActionResult> Create()

{

var model = await this.repository.GetDetailTempsAsync(this.User.Identity.Name);

return this.View(model);

}

1. And their corresponding view:

@model IEnumerable<ShopPrep.Common.Models.OrderDetailTemp>

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<p>

<a asp-action="AddProduct" class="btn btn-success">Add Product</a>

<a asp-action="ConfirmOrder" class="btn btn-primary">Confirm Order</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Product.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Product.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Increase" asp-route-id="@item.Id" class="btn btn-warning"><i class="fa fa-plus"></i></a>

<a asp-action="Decrease" asp-route-id="@item.Id" class="btn btn-info"><i class="fa fa-minus"></i></a>

<a asp-action="DeleteItem" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Create the model to add products to order temporary:

using Microsoft.AspNetCore.Mvc.Rendering;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

public class AddItemViewModel

{

[Display(Name = "Product")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a product.")]

public int ProductId { get; set; }

[Range(0.0001, double.MaxValue, ErrorMessage = "The quantiy must be a positive number")]

public double Quantity { get; set; }

public IEnumerable<SelectListItem> Products { get; set; }

}

1. Add those methods to the interfaz:

IEnumerable<SelectListItem> GetComboProducts();

Task AddItemToOrderAsync(AddItemViewModel model, string userName);

Task ModifyOrderDetailTempQuantityAsync(int id, double quantity);

And to the implementation:

public IEnumerable<SelectListItem> GetComboProducts()

{

var list = this.context.Products.Select(p => new SelectListItem

{

Text = p.Name,

Value = p.Id.ToString()

}).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select a product...)",

Value = "0"

});

return list;

}

public async Task AddItemToOrderAsync(AddItemViewModel model, string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return;

}

var product = await this.context.Products.FindAsync(model.ProductId);

if (product == null)

{

return;

}

var orderDetailTemp = await this.context.OrderDetailTemps

.Where(odt => odt.User == user && odt.Product == product)

.FirstOrDefaultAsync();

if (orderDetailTemp == null)

{

orderDetailTemp = new OrderDetailTemp

{

Price = product.Price,

Product = product,

Quantity = model.Quantity,

User = user,

};

this.context.OrderDetailTemps.Add(orderDetailTemp);

}

else

{

orderDetailTemp.Quantity += model.Quantity;

this.context.OrderDetailTemps.Update(orderDetailTemp);

}

await this.context.SaveChangesAsync();

}

public async Task ModifyOrderDetailTempQuantityAsync(int id, double quantity)

{

var orderDetailTemp = await this.context.OrderDetailTemps.FindAsync(id);

if (orderDetailTemp == null)

{

return;

}

orderDetailTemp.Quantity += quantity;

if (orderDetailTemp.Quantity > 0)

{

this.context.OrderDetailTemps.Update(orderDetailTemp);

await this.context.SaveChangesAsync();

}

}

1. Add the view model:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNetCore.Mvc.Rendering;

public class OrderDetailViewModel

{

[Display(Name = "Product")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a product.")]

public int ProductId { get; set; }

public double Quantity { get; set; }

public IEnumerable<SelectListItem> Products { get; set; }

}

1. Add the methods to the orders controller:

public IActionResult AddProduct()

{

var model = new OrderDetailViewModel

{

Quantity = 1,

Products = this.GetProductsList()

};

return View(model);

}

private IEnumerable<SelectListItem> GetProductsList()

{

var products = this.repository.GetProducts().ToList();

products.Insert(0, new Product

{

Id = 0,

Name = "(Select a product...)"

});

return products.Select(p => new SelectListItem

{

Value = p.Id.ToString(),

Text = p.Name

}).ToList();

}

[HttpPost]

public async Task<IActionResult> AddProduct(AddItemViewModel model)

{

if (this.ModelState.IsValid)

{

await this.repository.AddItemToOrderAsync(model, this.User.Identity.Name);

return this.RedirectToAction("Create");

}

return this.View(model);

}

1. Add the view:

@model ShopPrep.Web.Models.OrderDetailViewModel

@{

ViewData["Title"] = "AddProduct";

}

<h2>Add Product</h2>

<h4>To Order</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddProduct">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="ProductId" class="control-label"></label>

<select asp-for="ProductId" asp-items="Model.Products" class="form-control"></select>

<span asp-validation-for="ProductId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Quantity" class="control-label"></label>

<input asp-for="Quantity" class="form-control" />

<span asp-validation-for="Quantity" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add this method to interface and repository:

Task DeleteDetailTempAsync(int id);

And repository:

public async Task DeleteDetailTempAsync(int id)

{

var orderDetailTemp = await this.context.OrderDetailTemps.FindAsync(id);

if (orderDetailTemp == null)

{

return;

}

this.context.OrderDetailTemps.Remove(orderDetailTemp);

await this.context.SaveChangesAsync();

}

1. Now implement the delete item in orders controller:

public async Task<IActionResult> DeleteItem(int? id)

{

if (id == null)

{

return NotFound();

}

await this.repository.DeleteDetailTempAsync(id.Value);

return this.RedirectToAction("Create");

}

1. Add the confirm order method in the interface and implementation:

Task<bool> ConfirmOrderAsync(string userName);

And in the implementation:

public async Task<bool> ConfirmOrderAsync(string userName)

{

var user = await this.userManager.FindByNameAsync(userName);

if (user == null)

{

return false;

}

var orderTmps = await this.context.OrderDetailTemps

.Include(o => o.Product)

.Where(o => o.User == user)

.ToListAsync();

if (orderTmps == null || orderTmps.Count == 0)

{

return false;

}

var details = orderTmps.Select(o => new OrderDetail

{

Price = o.Price,

Product = o.Product,

Quantity = o.Quantity

}).ToList();

var order = new Order

{

OrderDate = DateTime.UtcNow,

User = user,

Items = details,

};

this.context.Orders.Add(order);

this.context.OrderDetailTemps.RemoveRange(orderTmps);

await this.context.SaveChangesAsync();

return true;

}

1. Modify the order model:

public IEnumerable<OrderDetail> Items { get; set; }

[DisplayFormat(DataFormatString = "{0:N0}")]

public int Lines { get { return this.Items == null ? 0 : this.Items.Count(); } }

[DisplayFormat(DataFormatString = "{0:N2}")]

public double Quantity { get { return this.Items == null ? 0 : this.Items.Sum(i => i.Quantity); } }

1. And the index view in Orders:

@model IEnumerable<Core4.Data.Entities.Order>

@{

ViewData["Title"] = "Index";

}

<h2>Orders</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.OrderDate)

</th>

<th>

@Html.DisplayNameFor(model => model.DeliveryDate)

</th>

<th>

@Html.DisplayNameFor(model => model.Lines)

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.OrderDate)

</td>

<td>

@if (item.DeliveryDate != DateTime.MinValue)

{

@Html.DisplayFor(modelItem => item.DeliveryDate)

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Lines)

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Add the method to the controller:

public async Task<IActionResult> ConfirmOrder()

{

var response = await this.repository.ConfirmOrderAsync(this.User.Identity.Name);

if (response)

{

return this.RedirectToAction("Index");

}

return this.RedirectToAction("Create");

}

1. Test it.

# Add Modal Windows

1. To add a validation to confirm the order, add this lines at the end of crete view in orders:

@model IEnumerable<ShopPrep.Common.Models.OrderDetailTemp>

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<p>

<a asp-action="AddProduct" class="btn btn-success">Add Product</a>

<a asp-action="ConfirmOrder" class="btn btn-primary" id="btnConfirm">Confirm Order</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Product.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Price)

</th>

<th>

@Html.DisplayNameFor(model => model.Quantity)

</th>

<th>

@Html.DisplayNameFor(model => model.Value)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Product.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Price)

</td>

<td>

@Html.DisplayFor(modelItem => item.Quantity)

</td>

<td>

@Html.DisplayFor(modelItem => item.Value)

</td>

<td>

<a asp-action="Increase" asp-route-id="@item.Id" class="btn btn-warning"><i class="fa fa-plus"></i></a>

<a asp-action="Decrease" asp-route-id="@item.Id" class="btn btn-info"><i class="fa fa-minus"></i></a>

<a asp-action="DeleteItem" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

<div id="confirmDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Confirm</h4>

</div>

<div class="modal-body">

<p>Do you want to confirm the order?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" id="btnYes">Yes</button>

<button type="button" class="btn btn-success" id="btnNo">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#btnConfirm").click(function () {

$("#confirmDialog").modal('show');

return false;

});

$("#btnNo").click(function () {

$("#confirmDialog").modal('hide');

return false;

});

$("#btnYes").click(function () {

window.location.href = '/Orders/ConfirmOrder';

});

});

</script>

}

1. Test it.
2. To add a validation to delete a product from the order, make this modifications in the view:

...

</td>

<td id="@item.Id">

<a asp-action="Increase" asp-route-id="@item.Id" class="btn btn-warning"><i class="fa fa-plus"></i></a>

<a asp-action="Decrease" asp-route-id="@item.Id" class="btn btn-info"><i class="fa fa-minus"></i></a>

<a asp-action="DeleteItem" asp-route-id="@item.Id" class="btn btn-danger" id="btnDeleteItem">Delete</a>

</td>

</tr>

}

</tbody>

</table>

<div id="confirmDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Confirm</h4>

</div>

<div class="modal-body">

<p>Do you want to confirm the order?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" id="btnYesConfirm">Yes</button>

<button type="button" class="btn btn-success" id="btnNoConfirm">No</button>

</div>

</div>

</div>

</div>

<div id="deleteDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Delete</h4>

</div>

<div class="modal-body">

<p>Do you want to delete the product from order?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

<button type="button" class="btn btn-success" id="btnNoDelete">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

var id = 0;

$("#btnConfirm").click(function () {

$("#confirmDialog").modal('show');

return false;

});

$("#btnNoConfirm").click(function () {

$("#confirmDialog").modal('hide');

return false;

});

$("#btnYesConfirm").click(function () {

window.location.href = '/Orders/ConfirmOrder';

});

$('a[id\*=btnDeleteItem]').click(function () {

debugger;

id = $(this).parent()[0].id;

$("#deleteDialog").modal('show');

return false;

});

$("#btnNoDelete").click(function () {

$("#deleteDialog").modal('hide');

return false;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Orders/DeleteItem/' + id;

});

});

</script>

}

1. Test it.

# Date Picker

1. Add to de package json file this line:

{

"version": "1.0.0",

"name": "asp.net",

"private": true,

"devDependencies": {

"font-awesome": "^4.7.0",

"bootstrap-datepicker": "^1.8.0"

}

}

1. Save the file and copy the bootstrap date picker into folder root node modules.
2. Add this lines to \_layout:

<environment include="Development">

<link rel="stylesheet" href="~/lib/bootstrap/dist/css/bootstrap.css" />

<link href="~/node\_modules/font-awesome/css/font-awesome.min.css" rel="stylesheet" />

<link rel="stylesheet" href="~/css/site.css" />

<link href="~/node\_modules/bootstrap-datepicker/dist/css/bootstrap-datepicker.min.css" rel="stylesheet" />

</environment>

….

<environment include="Development">

<script src="~/lib/jquery/dist/jquery.js"></script>

<script src="~/lib/bootstrap/dist/js/bootstrap.js"></script>

<script src="~/node\_modules/bootstrap-datepicker/dist/js/bootstrap-datepicker.min.js"></script>

<script src="~/js/site.js" asp-append-version="true"></script>

</environment>

1. Add the view model:

using System;

using System.ComponentModel.DataAnnotations;

public class DeliverViewModel

{

public int Id { get; set; }

[Display(Name = "Delivery date")]

[DisplayFormat(DataFormatString = "{0:MM/dd/yyyy}", ApplyFormatInEditMode = true)]

public DateTime DeliveryDate { get; set; }

}

1. Add the method to interfaz and repository

Task DeliverOrder(DeliverViewModel model);

And the repository:

public async Task DeliverOrder(DeliverViewModel model)

{

var order = await this.context.Orders.FindAsync(model.Id);

if (order == null)

{

return;

}

order.DeliveryDate = model.DeliveryDate;

this.context.Orders.Update(order);

await this.context.SaveChangesAsync();

}

1. Add the method to interfaz and repository

Task<Order> GetOrdersAsync(int id);

And the repository:

public async Task<Order> GetOrdersAsync(int id)

{

return await this.context.Orders.FindAsync(id);

}

1. Add this method to the orders controller:

public async Task<IActionResult> Deliver(int? id)

{

if (id == null)

{

return NotFound();

}

var order = await this.repository.GetOrdersAsync(id.Value);

if (order == null)

{

return NotFound();

}

var model = new DeliverViewModel

{

Id = order.Id,

DeliveryDate = DateTime.Today

};

return View(model);

}

[HttpPost]

public async Task<IActionResult> Deliver(DeliverViewModel model)

{

if (this.ModelState.IsValid)

{

await this.repository.DeliverOrder(model);

return this.RedirectToAction("Index");

}

return this.View();

}

1. Add the view:

@model Core4.Models.DeliverViewModel

@{

ViewData["Title"] = "Deliver";

}

<h2>Deliver</h2>

<h4>Order</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Deliver">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="DeliveryDate" class="control-label"></label>

<div class="input-group date" data-provide="datepicker">

<input asp-for="DeliveryDate" class="form-control" />

<span class="input-group-addon">

<span class="glyphicon glyphicon-calendar"></span>

</span>

</div>

<span asp-validation-for="DeliveryDate" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Modify the order index view:

<td id="@item.Id">

<a asp-action="Deliver" asp-route-id="@item.Id" class="btn btn-info" id="btnDeliver">Deliver</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger" id="btnDelete">Delete</a>

</td>

1. Test it.
2. Modify the Create and Edit products in views:

<div class="form-group">

<label asp-for="LastPurchase" class="control-label"></label>

<div class="input-group date" data-provide="datepicker">

<input asp-for="LastPurchase" class="form-control" />

<span class="input-group-addon">

<span class="glyphicon glyphicon-calendar"></span>

</span>

</div>

<span asp-validation-for="LastPurchase" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastSale" class="control-label"></label>

<div class="input-group date" data-provide="datepicker">

<input asp-for="LastSale" class="form-control" />

<span class="input-group-addon">

<span class="glyphicon glyphicon-calendar"></span>

</span>

</div>

<span asp-validation-for="LastSale" class="text-danger"></span>

</div>

1. Test it.

# Cascade Drop Down List

1. First add the new entities:

using System.ComponentModel.DataAnnotations;

public class City

{

public int Id { get; set; }

[Required]

[Display(Name = "City")]

[MaxLength(50)]

public string Name { get; set; }

}

And:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

public class Country

{

public int Id { get; set; }

[Required]

[Display(Name = "Country")]

[MaxLength(50)]

public string Name { get; set; }

public ICollection<City> Cities { get; set; }

[Display(Name = "# Cities")]

public int NumberCities { get { return this.Cities == null ? 0 : this.Cities.Count; } }

}

1. And modify the user entity, adding this properties:

[MaxLength(100)]

public string Address { get; set; }

public int CityId { get; set; }

public City City { get; set; }

1. Add this lines to the data context:

public DbSet<Country> Countries { get; set; }

public DbSet<City> Cities { get; set; }

1. Save all and run this commands to update the database, it’s important delete the database for ensure that all users have the new fields:

dotnet ef database drop

dotnet ef migrations add CountriesAndCities

dotnet ef database update

Or you can run this commands in package manager console:

PM> drop-database

PM> add-migration CountriesAndCities

PM> update-database

1. Modify the seeder class:

await this.CheckRole("Admin");

await this.CheckRole("Customer");

if (!this.context.Countries.Any())

{

var cities = new List<City>();

cities.Add(new City { Name = "Medellín" });

cities.Add(new City { Name = "Bogotá" });

cities.Add(new City { Name = "Calí" });

this.context.Countries.Add(new Country

{

Cities = cities,

Name = "Colombia"

});

await this.context.SaveChangesAsync();

}

var user = await this.userManager.FindByEmailAsync("jzuluaga55@gmail.com");

if (user == null)

{

user = new User

{

FirstName = "Juan",

LastName = "Zuluaga",

Email = "jzuluaga55@gmail.com",

UserName = "jzuluaga55@gmail.com",

Address = "Calle Luna Calle Sol",

PhoneNumber = "350 634 2747",

CityId = this.context.Countries.FirstOrDefault().Cities.FirstOrDefault().Id,

City = this.context.Countries.FirstOrDefault().Cities.FirstOrDefault()

};

var result = await this.userManager.CreateAsync(user, "123456");

1. Add the new view:

using System.ComponentModel.DataAnnotations;

public class CityViewModel

{

public int CountryId { get; set; }

public int CityId { get; set; }

[Required]

[Display(Name = "City")]

[MaxLength(50)]

public string Name { get; set; }

}

1. Add this methods to the repository, obviously interfaz and implementation:

public async Task<IEnumerable<Country>> GetCountriesAsync()

{

return await this.context.Countries

.Include(c => c.Cities)

.OrderBy(c => c.Name)

.ToListAsync();

}

public async Task<Country> GetCountryAsync(int id)

{

return await this.context.Countries

.Include(c => c.Cities)

.Where(c => c.Id == id)

.FirstOrDefaultAsync();

}

public async Task AddCountryAsync(Country country)

{

this.context.Countries.Add(country);

await this.context.SaveChangesAsync();

}

public async Task UpdateCountryAsync(Country country)

{

this.context.Countries.Update(country);

await this.context.SaveChangesAsync();

}

public async Task RemoveCountryAsync(Country country)

{

this.context.Countries.Remove(country);

await this.context.SaveChangesAsync();

}

public async Task<City> GetCityAsync(int id)

{

return await this.context.Cities.FindAsync(id);

}

public async Task AddCity(CityViewModel model)

{

var country = await this.GetCountryAsync(model.CountryId);

if (country == null)

{

return;

}

country.Cities.Add(new City { Name = model.Name });

this.context.Countries.Update(country);

await this.context.SaveChangesAsync();

}

public async Task<int> UpdateCity(City city)

{

var country = await this.context.Countries.Where(c => c.Cities.Any(ci => ci.Id == city.Id)).FirstOrDefaultAsync();

if (country == null)

{

return 0;

}

this.context.Cities.Update(city);

await this.context.SaveChangesAsync();

return country.Id;

}

public async Task<int> DeleteCityAsync(City city)

{

var country = await this.context.Countries.Where(c => c.Cities.Any(ci => ci.Id == city.Id)).FirstOrDefaultAsync();

if (country == null)

{

return 0;

}

this.context.Cities.Remove(city);

await this.context.SaveChangesAsync();

return country.Id;

}

1. Add the countries controller:

using System.Threading.Tasks;

using Common.Models;

using Data;

using Microsoft.AspNetCore.Mvc;

using Models;

public class CountriesController : Controller

{

private readonly IRepository repository;

public CountriesController(IRepository repository)

{

this.repository = repository;

}

public async Task<IActionResult> DeleteCity(int? id)

{

if (id == null)

{

return NotFound();

}

var city = await this.repository.GetCityAsync(id.Value);

if (city == null)

{

return NotFound();

}

var countryId = await this.repository.DeleteCityAsync(city);

return this.RedirectToAction($"Details/{countryId}");

}

public async Task<IActionResult> EditCity(int? id)

{

if (id == null)

{

return NotFound();

}

var city = await this.repository.GetCityAsync(id.Value);

if (city == null)

{

return NotFound();

}

return View(city);

}

[HttpPost]

public async Task<IActionResult> EditCity(City city)

{

if (this.ModelState.IsValid)

{

var countryId = await this.repository.UpdateCity(city);

if (countryId != 0)

{

return this.RedirectToAction($"Details/{countryId}");

}

}

return this.View(city);

}

public async Task<IActionResult> AddCity(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

var model = new CityViewModel { CountryId = country.Id };

return View(model);

}

[HttpPost]

public async Task<IActionResult> AddCity(CityViewModel model)

{

if (this.ModelState.IsValid)

{

await this.repository.AddCity(model);

return this.RedirectToAction($"Details/{model.CountryId}");

}

return this.View(model);

}

public async Task<IActionResult> Index()

{

return View(await this.repository.GetCountriesAsync());

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

return View(country);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(Country country)

{

if (ModelState.IsValid)

{

await this.repository.AddCountryAsync(country);

return RedirectToAction(nameof(Index));

}

return View(country);

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

return View(country);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(Country country)

{

if (ModelState.IsValid)

{

await this.repository.UpdateCountryAsync(country);

return RedirectToAction(nameof(Index));

}

return View(country);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var country = await this.repository.GetCountryAsync(id.Value);

if (country == null)

{

return NotFound();

}

await this.repository.RemoveCountryAsync(country);

return RedirectToAction(nameof(Index));

}

}

1. Add the corresponding Views:

**Index:**

@model IEnumerable<ShopPrep.Common.Models.Country>

@{

ViewData["Title"] = "Index";

}

<h2>Countries</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.NumberCities)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.NumberCities)

</td>

<td id="@item.Id">

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger" id="btnDelete">Delete</a>

</td>

</tr>

}

</tbody>

</table>

<div id="deleteDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Delete</h4>

</div>

<div class="modal-body">

<p>Do you want to delete the country?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

<button type="button" class="btn btn-success" id="btnNoDelete">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

var id = 0;

$('a[id\*=btnDelete]').click(function () {

debugger;

id = $(this).parent()[0].id;

$("#deleteDialog").modal('show');

return false;

});

$("#btnNoDelete").click(function () {

$("#deleteDialog").modal('hide');

return false;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Countries/Delete/' + id;

});

});

</script>

}

**Create:**

@model ShopPrep.Common.Models.Country

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Country</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Edit:**

@model ShopPrep.Common.Models.Country

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Country</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Details:**

@model ShopPrep.Common.Models.Country

@{

ViewData["Title"] = "Details";

}

<h2>Details</h2>

<div>

<h4>Country</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="AddCity" asp-route-id="@Model.Id" class="btn btn-info">Add City</a>

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

<h4>Cities</h4>

@if (Model.Cities == null || Model.Cities.Count == 0)

{

<h5>No cities added yet</h5>

}

else

{

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Cities.FirstOrDefault().Name)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Cities.OrderBy(c => c.Name))

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td id="@item.Id">

<a asp-action="EditCity" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="DeleteCity" asp-route-id="@item.Id" class="btn btn-danger" id="btnDelete">Delete</a>

</td>

</tr>

}

</tbody>

</table>

}

<div id="deleteDialog" class="modal fade">

<div class="modal-dialog modal-sm">

<div class="modal-content">

<div class="modal-header">

<button type="button" class="close" data-dismiss="modal"><i class="fa fa-window-close"></i></button>

<h4 class="modal-title">Delete</h4>

</div>

<div class="modal-body">

<p>Do you want to delete the city?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

<button type="button" class="btn btn-success" id="btnNoDelete">No</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

var id = 0;

$('a[id\*=btnDelete]').click(function () {

debugger;

id = $(this).parent()[0].id;

$("#deleteDialog").modal('show');

return false;

});

$("#btnNoDelete").click(function () {

$("#deleteDialog").modal('hide');

return false;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Countries/DeleteCity/' + id;

});

});

</script>

}

**Add city:**

@model ShopPrep.Web.Models.CityViewModel

<h4>City</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddCity">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="CountryId" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

**Edit city:**

@model ShopPrep.Common.Models.City

<h4>City</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="EditCity">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add to the new menu for countries:

@if (this.User.Identity.IsAuthenticated)

{

@if (this.User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Products" asp-action="Index">Products</a></li>

<li><a asp-area="" asp-controller="Countries" asp-action="Index">Countries</a></li>

}

<li><a asp-area="" asp-controller="Orders" asp-action="Index">Orders</a></li>

}

1. Test it and add some countries and cities.
2. Modify the **RegisterNewUserViewModel**:

[Required]

[Compare("Password")]

public string Confirm { get; set; }

[MaxLength(100)]

public string Address { get; set; }

[MaxLength(20)]

public string PhoneNumber { get; set; }

[Display(Name = "City")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a city.")]

public int CityId { get; set; }

public IEnumerable<SelectListItem> Cities { get; set; }

[Display(Name = "Country")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a country.")]

public int CountryId { get; set; }

public IEnumerable<SelectListItem> Countries { get; set; }

1. Add this methods to the repository (and interfaz too):

public IEnumerable<SelectListItem> GetComboCountries()

{

var list = this.context.Countries.Select(c => new SelectListItem

{

Text = c.Name,

Value = c.Id.ToString()

}).OrderBy(l => l.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select a country...)",

Value = "0"

});

return list;

}

public IEnumerable<SelectListItem> GetComboCities(int conuntryId)

{

var country = this.context.Countries.Find(conuntryId);

var list = new List<SelectListItem>();

if (country != null)

{

list = country.Cities.Select(c => new SelectListItem

{

Text = c.Name,

Value = c.Id.ToString()

}).OrderBy(l => l.Text).ToList();

}

list.Insert(0, new SelectListItem

{

Text = "(Select a city...)",

Value = "0"

});

return list;

}

public async Task<Country> GetCountryAsync(City city)

{

return await this.context.Countries.Where(c => c.Cities.Any(ci => ci.Id == city.Id)).FirstOrDefaultAsync();

}

1. Change the register method in account controller:

public IActionResult Register()

{

var model = new RegisterNewUserViewModel

{

Countries = this.repository.GetComboCountries(),

Cities = this.repository.GetComboCities(0)

};

return this.View(model);

}

[HttpPost]

public async Task<IActionResult> Register(RegisterNewUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Username);

if (user == null)

{

var city = await this.repository.GetCityAsync(model.CityId);

user = new User

{

FirstName = model.FirstName,

LastName = model.LastName,

Email = model.Username,

UserName = model.Username,

Address = model.Address,

PhoneNumber = model.PhoneNumber,

CityId = model.CityId,

City = city

};

var result = await this.userManager.CreateAsync(user, model.Password);

if (result != IdentityResult.Success)

{

this.ModelState.AddModelError(string.Empty, "The user couldn't be created.");

return this.View(model);

}

var result2 = await this.signInManager.PasswordSignInAsync(

model.Username,

model.Password,

true,

false);

if (result2.Succeeded)

{

await this.userManager.AddToRoleAsync(user, "Customer");

return this.RedirectToAction("Index", "Home");

}

this.ModelState.AddModelError(string.Empty, "The user couldn't be login.");

return this.View(model);

}

this.ModelState.AddModelError(string.Empty, "The username is already registered.");

}

return this.View(model);

}

1. Modify the register view with the new fields:

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="CountryId" class="control-label"></label>

<select asp-for="CountryId" asp-items="Model.Countries" class="form-control"></select>

<span asp-validation-for="CountryId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="CityId" class="control-label"></label>

<select asp-for="CityId" asp-items="Model.Cities" class="form-control"></select>

<span asp-validation-for="CityId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address">Address</label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber">Phone Number</label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

1. Test the code until this point.
2. Now implement the cascade drop down list.
3. Add this method to account controller:

public async Task<JsonResult> GetCities(int countryId)

{

var country = await this.repository.GetCountryAsync(countryId);

return this.Json(country.Cities.OrderBy(c => c.Name));

}

1. And modify the register view:

@model Core4.Models.RegisterNewUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Register New User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="CountryId" class="control-label"></label>

<select asp-for="CountryId" asp-items="Model.Countries" class="form-control"></select>

<span asp-validation-for="CountryId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="CityId" class="control-label"></label>

<select asp-for="CityId" asp-items="Model.Cities" class="form-control"></select>

<span asp-validation-for="CityId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address">Address</label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber">Phone Number</label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Register New User" class="btn btn-primary" />

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#CountryId").change(function () {

$("#CityId").empty();

$.ajax({

type: 'POST',

url: '@Url.Action("GetCities")',

dataType: 'json',

data: { countryId: $("#CountryId").val() },

success: function (cities) {

debugger;

$("#CityId").append('<option value="0">(Select a city...)</option>');

$.each(cities, function (i, city) {

$("#CityId").append('<option value="'

+ city.id + '">'

+ city.name + '</option>');

});

},

error: function (ex) {

alert('Failed to retrieve cities.' + ex);

}

});

return false;

})

});

</script>

}

1. Test it.
2. Now we’ll continue with the user modification. Please modify the model **ChangeUserViewModel**:

[Required]

[Display(Name = "Last Name")]

public string LastName { get; set; }

[MaxLength(100)]

public string Address { get; set; }

[MaxLength(20)]

public string PhoneNumber { get; set; }

[Display(Name = "City")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a city.")]

public int CityId { get; set; }

public IEnumerable<SelectListItem> Cities { get; set; }

[Display(Name = "Country")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a country.")]

public int CountryId { get; set; }

public IEnumerable<SelectListItem> Countries { get; set; }

1. Modify the change user method in account controller:

public async Task<IActionResult> ChangeUser()

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

var model = new ChangeUserViewModel();

if (user != null)

{

model.FirstName = user.FirstName;

model.LastName = user.LastName;

model.Address = user.Address;

model.PhoneNumber = user.PhoneNumber;

var city = await this.repository.GetCityAsync(user.CityId);

if (city != null)

{

var country = await this.repository.GetCountryAsync(city);

if (country != null)

{

model.CountryId = country.Id;

model.Cities = this.repository.GetComboCities(country.Id);

model.Countries = this.repository.GetComboCountries();

model.CityId = user.CityId;

}

}

}

model.Cities = this.repository.GetComboCities(model.CountryId);

model.Countries = this.repository.GetComboCountries();

return this.View(model);

}

[HttpPost]

public async Task<IActionResult> ChangeUser(ChangeUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(this.User.Identity.Name);

if (user != null)

{

var city = await this.repository.GetCityAsync(model.CityId);

user.FirstName = model.FirstName;

user.LastName = model.LastName;

user.Address = model.Address;

user.PhoneNumber = model.PhoneNumber;

user.CityId = model.CityId;

user.City = city;

var respose = await this.userManager.UpdateAsync(user);

if (respose.Succeeded)

{

this.ViewBag.UserMessage = "User updated!";

}

else

{

this.ModelState.AddModelError(string.Empty, respose.Errors.FirstOrDefault().Description);

}

}

else

{

this.ModelState.AddModelError(string.Empty, "User no found.");

}

}

return this.View(model);

}

1. Modify the view:

@model ShopPrep.Web.Models.ChangeUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Update User</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="FirstName">First Name</label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="LastName">Last Name</label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="CountryId" class="control-label"></label>

<select asp-for="CountryId" asp-items="Model.Countries" class="form-control"></select>

<span asp-validation-for="CountryId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="CityId" class="control-label"></label>

<select asp-for="CityId" asp-items="Model.Cities" class="form-control"></select>

<span asp-validation-for="CityId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address">Address</label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber">Phone Number</label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Update" class="btn btn-primary" />

<a asp-action="ChangePassword" class="btn btn-success">Change Password</a>

</div>

<div class="text-success">@ViewBag.UserMessage</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#CountryId").change(function () {

$("#CityId").empty();

$.ajax({

type: 'POST',

url: '@Url.Action("GetCities")',

dataType: 'json',

data: { countryId: $("#CountryId").val() },

success: function (cities) {

debugger;

$("#CityId").append('<option value="0">(Select a city...)</option>');

$.each(cities, function (i, city) {

$("#CityId").append('<option value="'

+ city.id + '">'

+ city.name + '</option>');

});

},

error: function (ex) {

alert('Failed to retrieve cities.' + ex);

}

});

return false;

})

});

</script>

}

1. Test it.

# Confirm Email Registration

1. First, change the setup project:

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.Tokens.AuthenticatorTokenProvider = TokenOptions.DefaultAuthenticatorProvider;

cfg.SignIn.RequireConfirmedEmail = true;

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

})

.AddDefaultTokenProviders()

.AddEntityFrameworkStores<DataContext>();

1. Check if your email account is enabled to send email in: <https://myaccount.google.com/lesssecureapps>
2. Add this parameters to the configuration file:

"Mail": {

"From": "youremail@gmail.com",

"Smtp": "smtp.gmail.com",

"Port": 587,

"Password": "yourpassword"

}

1. Add the nuget “**Mailkit**”.
2. In **Helpers** folder add the interface **IMailHelper**:

public interface IMailHelper

{

void SendMail(string to, string subject, string body);

}

1. In **Helpers** folder add the implementation **MailHelper**:

using MailKit.Net.Smtp;

using Microsoft.Extensions.Configuration;

using MimeKit;

public class MailHelper : IMailHelper

{

private readonly IConfiguration configuration;

public MailHelper(IConfiguration configuration)

{

this.configuration = configuration;

}

public void SendMail(string to, string subject, string body)

{

var from = this.configuration["Mail:From"];

var smtp = this.configuration["Mail:Smtp"];

var port = this.configuration["Mail:Port"];

var password = this.configuration["Mail:Password"];

var message = new MimeMessage();

message.From.Add(new MailboxAddress(from));

message.To.Add(new MailboxAddress(to));

message.Subject = subject;

var bodyBuilder = new BodyBuilder();

bodyBuilder.HtmlBody = body;

message.Body = bodyBuilder.ToMessageBody();

using (var client = new SmtpClient())

{

client.Connect(smtp, int.Parse(port), false);

client.Authenticate(from, password);

client.Send(message);

client.Disconnect(true);

}

}

}

1. Configure the injection for the new interface:

services.AddScoped<IUserHelper, UserHelper>();

services.AddScoped<IMailHelper, MailHelper>();

1. Modify the register post method:

[HttpPost]

public async Task<IActionResult> Register(RegisterNewUserViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Username);

if (user == null)

{

var city = await this.repository.GetCityAsync(model.CityId);

user = new User

{

FirstName = model.FirstName,

LastName = model.LastName,

Email = model.Username,

UserName = model.Username,

Address = model.Address,

PhoneNumber = model.PhoneNumber,

CityId = model.CityId,

City = city

};

var result = await this.userManager.CreateAsync(user, model.Password);

if (result != IdentityResult.Success)

{

this.ModelState.AddModelError(string.Empty, "The user couldn't be created.");

return this.View(model);

}

var myToken = await this.userManager.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = this.Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

var mailSender = new MailHelper(configuration);

mailSender.SendMail(model.Username, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"plase click in this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

this.ViewBag.Message = "The instructions to allow your user has been sent to email.";

return this.View(model);

}

this.ModelState.AddModelError(string.Empty, "The username is already registered.");

}

return this.View(model);

}

1. Modify the register view:

...

<div class="form-group">

<input type="submit" value="Register New User" class="btn btn-primary" />

</div>

</form>

</div>

</div>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

@section Scripts {

...

1. Create the method confirm email in account controller:

public async Task<IActionResult> ConfirmEmail(string userId, string token)

{

if (string.IsNullOrEmpty(userId) || string.IsNullOrEmpty(token))

{

return this.NotFound();

}

var user = await this.userManager.FindByIdAsync(userId);

if (user == null)

{

return this.NotFound();

}

var result = await this.userManager.ConfirmEmailAsync(user, token);

if (!result.Succeeded)

{

return this.NotFound();

}

return View();

}

1. Create the view:

@{

ViewData["Title"] = "Confirm email";

}

<h2>@ViewData["Title"]</h2>

<div>

<p>

Thank you for confirming your email.

</p>

</div>

1. Drop the database (PM> drop-database) to ensure that all the users have a confirmed email.
2. Modify the seed class:

var result = await this.userManager.CreateAsync(user, "123456");

if (result != IdentityResult.Success)

{

throw new InvalidOperationException("Could not create the user in seeder");

}

await this.userManager.AddToRoleAsync(user, "Admin");

var token = await this.userManager.GenerateEmailConfirmationTokenAsync(user);

await this.userManager.ConfirmEmailAsync(user, token);

}

var isInRole = await this.userManager.IsInRoleAsync(user, "Admin");

1. Test it.

# Password Recovery

1. Modify the login view:

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a asp-action="Register" class="btn btn-primary">Register New User</a>

<a asp-action="RecoverPassword" class="btn btn-link">Forgot your password?</a>

</div>

1. Add the model:

using System.ComponentModel.DataAnnotations;

public class RecoverPasswordViewModel

{

[Required]

[EmailAddress]

public string Email { get; set; }

}

1. Add the model:

using System.ComponentModel.DataAnnotations;

public class ResetPasswordViewModel

{

[Required]

public string UserName { get; set; }

[Required]

[DataType(DataType.Password)]

public string Password { get; set; }

[Required]

[DataType(DataType.Password)]

[Compare("Password")]

public string ConfirmPassword { get; set; }

[Required]

public string Token { get; set; }

}

1. Add this methods to account controller:

public IActionResult RecoverPassword()

{

return this.View();

}

[HttpPost]

public async Task<IActionResult> RecoverPassword(RecoverPasswordViewModel model)

{

if (this.ModelState.IsValid)

{

var user = await this.userManager.FindByEmailAsync(model.Email);

if (user == null)

{

ModelState.AddModelError(string.Empty, "The email doesn't correspont to a registered user.");

return this.View(model);

}

var myToken = await this.userManager.GeneratePasswordResetTokenAsync(user);

var link = this.Url.Action("ResetPassword", "Account", new { token = myToken }, protocol: HttpContext.Request.Scheme);

var mailSender = new MailHelper(configuration);

mailSender.SendMail(model.Email, "Password Reset", $"<h1>Recover Password</h1>" +

$"To reset the password click in this link:</br></br>" +

$"<a href = \"{link}\">Reset Password</a>");

this.ViewBag.Message = "The instructions to recover your password has been sent to email.";

return this.View();

}

return this.View(model);

}

public IActionResult ResetPassword(string token)

{

return View();

}

[HttpPost]

public async Task<IActionResult> ResetPassword(ResetPasswordViewModel model)

{

var user = await this.userManager.FindByNameAsync(model.UserName);

if (user != null)

{

var result = await this.userManager.ResetPasswordAsync(user, model.Token, model.Password);

if (result.Succeeded)

{

this.ViewBag.Message = "Password reset successful.";

return this.View();

}

this.ViewBag.Message = "Error while resetting the password.";

return View(model);

}

this.ViewBag.Message = "User not found.";

return View(model);

}

1. Add the view:

@model ShopPrep.Web.Models.RecoverPasswordViewModel

@{

ViewData["Title"] = "Recover Password";

}

<h2>Recover Password</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="Email">Email</label>

<input asp-for="Email" class="form-control" />

<span asp-validation-for="Email" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Recover password" class="btn btn-primary" />

<a asp-action="Login" class="btn btn-success">Back to login</a>

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add the view:

@model ShopPrep.Web.Models.ResetPasswordViewModel

@{

ViewData["Title"] = "Reset Password";

}

<h1>Reset Your Password</h1>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="All"></div>

<input type="hidden" asp-for="Token" />

<div class="form-group">

<label asp-for="UserName">Email</label>

<input asp-for="UserName" class="form-control" />

<span asp-validation-for="UserName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">New password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="ConfirmPassword">Confirm</label>

<input asp-for="ConfirmPassword" type="password" class="form-control" />

<span asp-validation-for="ConfirmPassword" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Reset password" class="btn btn-primary" />

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

# Login in Xamarin Forms

1. Add the class **TokenRequest** (in **Common.Models**):

public class TokenRequest

{

public string Username { get; set; }

public string Password { get; set; }

}

1. Add the class **TokenResponse** (in **Common.Models**):

using System;

using Newtonsoft.Json;

public class TokenResponse

{

[JsonProperty("token")]

public string Token { get; set; }

[JsonProperty("expiration")]

public DateTimeOffset Expiration { get; set; }

}

1. In the **ApiService** add the methods **GetTokenAsync** and overload the method **GetListAsync**:

public async Task<Response> GetListAsync<T>(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase),

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.GetAsync(url);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var list = JsonConvert.DeserializeObject<List<T>>(result);

return new Response

{

IsSuccess = true,

Result = list

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

public async Task<Response> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request)

{

try

{

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var token = JsonConvert.DeserializeObject<TokenResponse>(result);

return new Response

{

IsSuccess = true,

Result = token

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

1. Modify the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Login">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="5">

<Label

Text="Email">

</Label>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}">

</Entry>

<Label

Text="Password">

</Label>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<ActivityIndicator

IsRunning="{Binding IsRunning}">

</ActivityIndicator>

<Button

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Login">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Modify the **MainViewModel**:

using Common.Models;

public class MainViewModel

{

private static MainViewModel instance;

public LoginViewModel Login { get; set; }

public ProductsViewModel Products { get; set; }

public TokenResponse Token { get; set; }

public MainViewModel()

{

instance = this;

this.Login = new LoginViewModel();

}

public static MainViewModel GetInstance()

{

if (instance == null)

{

return new MainViewModel();

}

return instance;

}

}

1. Modify the **LoginViewModel**:

using Common.Services;

using GalaSoft.MvvmLight.Command;

using ShopPrep.Common.Models;

using System.Windows.Input;

using Views;

using Xamarin.Forms;

public class LoginViewModel : BaseViewModel

{

private bool isRunning;

private bool isEnabled;

private readonly ApiService apiService;

public bool IsRunning

{

get => this.isRunning;

set => this.SetValue(ref this.isRunning, value);

}

public bool IsEnabled

{

get => this.isEnabled;

set => this.SetValue(ref this.isEnabled, value);

}

public string Email { get; set; }

public string Password { get; set; }

public ICommand LoginCommand => new RelayCommand(this.Login);

public LoginViewModel()

{

this.apiService = new ApiService();

this.Email = "jzuluaga55@gmail.com";

this.Password = "123456";

this.IsEnabled = true;

}

private async void Login()

{

if (string.IsNullOrEmpty(this.Email))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter an email.", "Accept");

return;

}

if (string.IsNullOrEmpty(this.Password))

{

await Application.Current.MainPage.DisplayAlert("Error", "You must enter a password.", "Accept");

return;

}

var request = new TokenRequest

{

Password = this.Password,

Username = this.Email

};

this.IsRunning = true;

this.IsEnabled = false;

var response = await this.apiService.GetTokenAsync(

"https://shopprep.azurewebsites.net",

"/Account",

"/CreateToken",

request);

if (!response.IsSuccess)

{

this.IsRunning = false;

this.IsEnabled = true;

await Application.Current.MainPage.DisplayAlert("Error", "Email or password incorrect.", "Accept");

return;

}

var token = (TokenResponse)response.Result;

var mainViewModel = MainViewModel.GetInstance();

mainViewModel.Token = token;

mainViewModel.Products = new ProductsViewModel();

this.IsRunning = false;

this.IsEnabled = true;

await Application.Current.MainPage.Navigation.PushAsync(new ProductsPage());

}

}

1. Finally, modify the method **LoadProducts** in **Common.Models**):

private async void LoadProducts()

{

this.IsRefreshing = true;

var response = await this.apiService.GetListAsync<Product>(

"https://shopprep.azurewebsites.net",

"/api",

"/Products",

"bearer",

MainViewModel.GetInstance().Token.Token);

if (!response.IsSuccess)

{

await Application.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

this.IsRefreshing = false;

return;

}

var products = (List<Product>)response.Result;

this.Products = new ObservableCollection<Product>(products);

this.IsRefreshing = false;

}

1. Test it.

# Master Detail in Xamarin Forms

1. Add a new page call **MenuPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.MenuPage"

BackgroundColor="BlueViolet"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Menu">

<ContentPage.Content>

<StackLayout>

<Label

TextColor="White"

Text="Menu"

VerticalOptions="CenterAndExpand"

HorizontalOptions="CenterAndExpand" />

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Add a new page call **MasterPage**:

<?xml version="1.0" encoding="utf-8" ?>

<MasterDetailPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:pages="clr-namespace:ShopPrep.UIForms.Views"

x:Class="ShopPrep.UIForms.Views.MasterPage">

<MasterDetailPage.Master>

<pages:MenuPage/>

</MasterDetailPage.Master>

<MasterDetailPage.Detail>

<NavigationPage x:Name="Navigator">

<x:Arguments>

<pages:ProductsPage/>

</x:Arguments>

</NavigationPage>

</MasterDetailPage.Detail>

</MasterDetailPage>

1. Modify the code behind **MasterPage.xaml.cs**:

using Xamarin.Forms;

using Xamarin.Forms.Xaml;

[XamlCompilation(XamlCompilationOptions.Compile)]

public partial class MasterPage : MasterDetailPage

{

public MasterPage()

{

InitializeComponent();

}

protected override void OnAppearing()

{

base.OnAppearing();

App.Navigator = this.Navigator;

}

}

1. Modify the **LoginViewModel**:

this.IsRunning = false;

this.IsEnabled = true;

Application.Current.MainPage = new MasterPage();

1. Test it, that we do until the moment.
2. Add icons for: About, Setup, Exit and an image for the solution. I recommend Android Asset Studio. And add those icons in their corresponding folder by the platform.
3. Add the **Menu** mode (in **Common.Models**):

public class Menu

{

public string Icon { get; set; }

public string Title { get; set; }

public string PageName { get; set; }

}

1. Add a new page call **AboutPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.AboutPage"

Title="About">

<ContentPage.Content>

<StackLayout>

<Label Text="About"

VerticalOptions="CenterAndExpand"

HorizontalOptions="CenterAndExpand" />

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Add a new page call **SetupPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.SetupPage"

Title="Setup">

<ContentPage.Content>

<StackLayout>

<Label Text="Setup"

VerticalOptions="CenterAndExpand"

HorizontalOptions="CenterAndExpand" />

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Modify the **MenuPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.MenuPage"

BackgroundColor="Gainsboro"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Menu">

<ContentPage.Content>

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="shop.png">

</Image>

<ListView

ItemsSource="{Binding Menus}"

HasUnevenRows="True"

SeparatorVisibility="None">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"></ColumnDefinition>

<ColumnDefinition Width="\*"></ColumnDefinition>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

HeightRequest="50"

Source="{Binding Icon}"

WidthRequest="50">

</Image>

<Label

Grid.Column="1"

FontAttributes="Bold"

VerticalOptions="Center"

TextColor="White"

Text="{Binding Title}">

</Label>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage.Content>

</ContentPage>

1. Modify the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

x:Class="ShopPrep.UIForms.Views.LoginPage"

BindingContext="{Binding Main, Source={StaticResource Locator}}"

Title="Login">

<ContentPage.Content>

<ScrollView

BindingContext="{Binding Login}">

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="shop.png">

</Image>

<Label

Text="Email">

</Label>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}">

</Entry>

<Label

Text="Password">

</Label>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}">

</Entry>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand">

</ActivityIndicator>

<Button

BackgroundColor="Navy"

BorderRadius="23"

Command="{Binding LoginCommand}"

HeightRequest="46"

IsEnabled="{Binding IsEnabled}"

Text="Login"

TextColor="White">

</Button>

</StackLayout>

</ScrollView>

</ContentPage.Content>

</ContentPage>

1. Test it:
2. Add the **MenuItemViewModel**:

using System.Windows.Input;

using GalaSoft.MvvmLight.Command;

using ShopPrep.UIForms.Views;

using Xamarin.Forms;

public class MenuItemViewModel : Common.Models.Menu

{

public ICommand SelectMenuCommand => new RelayCommand(this.SelectMenu);

private async void SelectMenu()

{

var mainViewModel = MainViewModel.GetInstance();

switch (this.PageName)

{

case "AboutPage":

await App.Navigator.PushAsync(new AboutPage());

break;

case "SetupPage":

await App.Navigator.PushAsync(new SetupPage());

break;

default:

Application.Current.MainPage = new NavigationPage(new LoginPage());

break;

}

}

}

1. Modify the **MenuPage**:

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectMenuCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

1. Modify the **MainViewModel**:

…

public ObservableCollection<MenuItemViewModel> Menus { get; set; }

…

private void LoadMenus()

{

var menus = new List<Menu>

{

new Menu

{

Icon = "ic\_info",

PageName = "AboutPage",

Title = "About"

},

new Menu

{

Icon = "ic\_phonelink\_setup",

PageName = "SetupPage",

Title = "Setup"

},

new Menu

{

Icon = "ic\_exit\_to\_app",

PageName = "LoginPage",

Title = "Close session"

}

};

this.Menus = new ObservableCollection<MenuItemViewModel>(menus.Select(m => new MenuItemViewModel

{

Icon = m.Icon,

PageName = m.PageName,

Title = m.Title

}).ToList());

}

1. Test it, that we do until the moment.
2. Modify the **MasterPage.xaml.cs**:

protected override void OnAppearing()

{

base.OnAppearing();

App.Navigator = this.Navigator;

App.Master = this;

}

1. Add the property in **App**:

public static MasterPage Master { get; internal set; }

1. Finally add this line in **SelectMenu** in **MenuItemViewModel**.

App.Master.IsPresented = false;

1. Test it.